SELECCIÓN DE TECNOLOGÍA

# Dispositivo detector

## Microcontrolador

Como dispositivo microcontrolador se ha seleccionado el conocido ESP32. No se han barajado otras opciones en cuanto a microcontroladores ya que desde el momento en que nació el proyecto se decidió usar este dispositivo en proposición del tutor de este trabajo.

Este dispositivo nos aporta una gran capacidad de conectividad, bajo costo, módulos de bajo consumo, y trabajar con una tecnología muy actual y con aparentemente buen futuro.

Tomando más a fondo las propiedades hardware del ESP32 podemos destacar de cara a nuestro proyecto:

* Microprocesador de 32 bits en punto flotante Xtensa LX6 a 240MHz. Co-procesador de ultra bajo consumo
* 448KB ROM, 520KB SRAM
* 34 GPIOs programables
* ADC 12 bits
* 2 puertos I2C
* 3 puertos UART
* Conectividad wifi y bluetooth
* Salida PWM

El ESP32 se puede programar de distintas maneras:

* De manera nativa, se puede trabajar con el mediante comandos AT
* Python, se le puede cargar el firmware que nos permite usar el ESP con un intérprete de microPython y usarlo mediante scripts y comandos de Python o creando nuestro propio firmware microPython personalizado
* C++, se puede programar con Arduino IDE, con lo que podemos apoyarnos en la multitud de librerías que se dispone para Arduino.
* Espressif IoT Development Framework, es el IDE de programación oficial, en C y C++, aunque al ser de pago no está tan estandarizado
* JavaScript, existen versiones firmware para programarlo usando Espruino, el IDE para microcontroladores con javascript
* Existen otra multitud de formas de programar el ESP32, ya que es un micro bastante popular, algunas dan soporte por ejemplo a NodeMCU, .NET, LUA…

El lenguaje de programación seleccionado ha sido microPython, ya que en la actualidad Python es el lenguaje de programación más utilizado a nivel mundial, y aunque en el mundo de los microcontroladores todavía no ha tenido un largo recorrido, facilita mucho el trabajo y aporta una tecnología novedosa y de buen futuro. La comunidad de microPython es extensa y activa, la web oficial es <https://micropython.org/>, y a raíz de ella nacen distintas ramas en función de los microcontroladores a usar y otras para las distintas funcionalidades y periféricos que se pueden conectar con el firmware microPython.

El intérprete microPython es una distribución opensource disponible en GitHub (<https://github.com/micropython/micropython>) que apareció en 2013 como con la cual podemos usar el ESP de manera similar a cualquier intérprete Python para computadora, teniendo en cuenta que esta distribución no contiene todos los paquetes de Python3, y que hay algunos otros específicos, tal y como veremos más adelante, para las funcionalidades específicas de un microcontrolador tales como protocolos de comunicación, GPIOs…

## Detector

El detector es en cierta medida la esencia del proyecto, es el elemento que nos va a permitir detectar a los infractores. En este aspecto hemos barajado varias opciones tecnológicas que paso a comentar.

Reconocimiento de imagen, existen módulos que añaden visión y almacenamiento de esta al ESP32. El proceso de detección sería tomar fotografías aproximadamente cada segundo y tratar esas imágenes. Apoyándonos en que una bicicleta tiene siempre unas cotas que son constantes en todas ellas (principalmente el diámetro de rueda) podríamos procesar esta imagen y realizar un cálculo de la distancia a la misma. O en caso de incluir más de una cámara incluso podríamos realizar un procesado de la distancia en base a la triangulación. El reconocimiento de distancia mediante imagen sería factible, y el costo y tamaño de la solución encajan en las especificaciones, pero la capacidad de cómputo en dispositivo de estas dimensiones no sería viable, por lo que se decide desestimar esta metodología.

Otra de las opciones barajadas es la de el uso de un sistema tipo radar Doppler, esta opción quedó descartada al poco de comenzar a estudiarla debida a que el coste y tamaño de estos dispositivos no se ajusta a las necesidades de nuestro proyecto.

Señal GPS, con una geolocalización GPS bien afinada podríamos llegar a conseguir una precisión aceptable del orden del metro. El gran inconveniente de esta tecnología es que no es autónoma, tendríamos que poder comparar la geolocalización e instante de tiempo de todos los deportistas, lo que nos deja en la situación de la necesidad de enviar de manera constante durante el transcurso de la prueba la señal GPS a un servidor que compare las localizaciones, lo que nos obligaría a usar comunicación GSM/GPRS, ya que es la única comunicación disponible a lo largo de todo un trazado de ciclismo (y en ciertas zonas tampoco); o a procesar la información a posteriori. Todo esto unido a la falta de precisión de un GPS nos hace descartar esta tecnología.

Sensor de distancia ultrasonido, estos sensores nos permiten detectar objetos y son muy conocidos en el mundo de la robótica y proyectos caseros debido a su bajo costo y buen resultado. Por regla general estos sensores tienen la capacidad de detectar objetos hasta una distancia de 6m con un haz de unas pocas decenas de grados. Esta distancia queda escasa para nuestro proyecto, pero existen algunas versiones más sofisticadas de estos sensores que prometen dar hasta 10m de distancia de detección. Se ha realiza pruebas con uno de estos sensores, concretamente con un MB1360 XL Max Sonar, que según su hoja de especificaciones es específico para la detección de humanos hasta 10m de distancia. Lamentablemente las pruebas realizadas con este sensor han sido negativas consiguiendo unos resultados que para nada coinciden con la realidad. Aunque no se incluyen librerías específicas para usar este sensor con microPython, al tener una comunicación UART ha sido sencillo decodificar la información del sensor siguiendo las especificaciones del datasheet, como veremos más adelante. (Incluir pruebas?).

Sensor óptico de distancia, esta ha sido la opción final usada para el proyecto, en concreto se ha decidido usar el TF Mini Lidar de Seed Studio. Este sensor según especificaciones detecta hasta objetos hasta ha 12m de distancia en condiciones interiores y hasta 7m en condiciones exteriores. Las pruebas realizadas comprueban que supera la barrera de los 10m fácilmente en condiciones estándar externas. Trabaja a una tensión de alimentación de 5V con un consumo de 0.6W. Da lecturas de distancia a 100Hz con una resolución de 1cm, una precisión del 1% por debajo de 6m y del 2% a más de 6m, y un ángulo de apertura de 2.3 grados. Sus dimensiones son de 42x15x16mm, pesa 5 gramos y puede trabajar de -20 a 60 grados centígrados. La comunicación es bajo el protocolo UART. A excepción del ángulo de apertura, el cual sería deseable que fuese mayor, todas estas especificaciones se adecuan bastante bien a las necesidades de nuestro proyecto.

El funcionamiento del sensor óptico se basa en un emisor laser y un receptor, en función del tiempo que haya tomado la señal en volver al receptor se puede realizar un cálculo de la distancia a la que estamos. (Incluir fotos, datasheets, protocolo etc…)

## Periféricos

Son varios los periféricos que se conectan al ESP32 para complementar la funcionalidad del dispositivo detector. Se pasan a comentar cuales han sido los elementos usados, algunas de sus propiedades, y que función realizan en el dispositivo.

Sensor GPS, se va a usará para poder conocer la ubicación del deportista y de esa manera descartar los falsos positivos en las zonas en las que no haya que detectar la distancia, lo que de ahora en adelante se conocerá como *SafeZone*. Para ello se ha usado el dispositivo GPS GY-NEO-6MV2, este pequeño y económico sensor GPS nos da una señal de entorno a 2.5 metros de precisión. Está formado por una antena cerámica de 27x27x6.5 mm y el sensor en si de 36x26x4 mm. Cabe destacar que el dispositivo tiene un gran condensador que mantienen hasta dos semanas alimentada la memoria, esto es para poder realizar el arranque en caliente, ya que en frío, al no tener información alguna de la localización puede tardar hasta varios minutos en encontrar una primera localización. Una vez consequida la localización nos refresca datos de localización a una frecuencia máxima de 5Hz. La información que obtenemos por UART son tramas GPS estándar, las cuales, pese a no disponer de una librería específica para este sensor en microPython (mientras si que las hay para Arduino o Rasbperry Pi) son fácilmente interpretables ya que es un código ASCII muy conocido.
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# Aplicación organización

Para desarrollar la aplicación que de soporte a la organización se pretende continuar con el uso del lenguaje de programación Python, ya que nos aporta una plataforma cómoda de trabajar, estandarizada en las diferentes arquitecturas de computadoras lo que la hace portable sin muchas complicaciones entre los distintos sistemas operativos de los que tenemos en la actualidad.

El framework elegido para el desarrollo de la interfaz gráfica ha sido Tkinter para Python3. Este framework es gratuito, bastante sencillo de usar y se puede usar el IDE Spyder de Anaconda para su desarrollo, lo que nos facilita bastante el desarrollo.

Además de esta librería, para algunas tareas específicas que iremos viendo a lo largo de desarrollo técnico se han utlilzado librerías de tratamiento de datos como Pandas y NumPy, así como la interfaz para comunicaciones con el dispositivo paho-mqtt.

# Comunicaciones

En cuanto a la comunicación del dispositivo detector con la organización disponemos de dos opciones ya integradas en el ESP32, bluetooth y wifi. Por sencillez y capacidad de alcance a la hora de distribuir una red de comunicaciones se ha elegido usar Wifi.

Ahora bien, bajo el amparo del wifi, se va a implementar el uso de del protocolo MQTT. Este protocolo nos permite comunicar múltiples dispositivos con la arquitectura bróker-cliente sobre TCP/IP . Dentro de una red local wifi, en una de las IPs que tenemos en esta red habrá lo que se conoce como un bróker mqtt activo. Este bróker lo que hace no es más que hacer lo que sería la función, si hacemos la analogía, de un tablón de anuncios. Los clientes tendrán topics sobre los que pueden publicar y/o subscribirse, los topics serían los distintos apartados del tablón, cuando algún cliente publica algo sobre en un topic, el bróker se encarga de distribuírselo a todos los clientes subscritos a ese topic.

La única restricción para que un cliente pueda contactar con el bróker es que, una vez iniciado el bróker, se conozca la IP del mismo, y cualquier otro dispositivo que esté en su misma red local tendrá alcance a ese bróker, lo que hace que la red inalámbrica sea ampliable a, por ejemplo, todo un área de transición en una competición muy multitudinaria. En ningún momento necesitamos conocer ninguna IP o MAC específica de ningún dispositivo que no sea el bróker, lo que nos facilita dos aspectos de la solución: la capacidad de tener un bróker en una computadora o servidor distinto al que se use para detectar la aplicación de la organización, y la posibilidad de dejar todas la IP’s del resto de dispositivos a asignación dinámica, lo que simplifica significativamente la comunicación y configuración.

El protocolo es muy liviano en cuanto a la capacidad de cómputo para hacerlo funcionar, y permite crear una red muy distribuida de clientes, además, existe un script que facilita el trabajo con este protocolo en microPython, para la parte organizativa también existe una completa librería para python3, y el bróker puede correr en un cualquier computadora, en nuestro caso un ordenador portátil con Windows 10, aunque como ya explicaremos más adelante el bróker en concreto corre sobre una arquitectura Linux para Windows. Todas las soluciones utilizadas son de código abierto tal y como iremos viendo según avancemos en el desarrollo técnico.

Esquema general de funcionamiento

# Funcionalidad general en competición

Para analizar el modelo de funcionamiento de la solución se va a pasar a explicar los distintos estados por los que pasan los elementos que tenemos involucrados a lo largo de una competición. La descripción del dispositivo detector será individual para un solo dispositivo, siendo esta extensible a todo un conjunto de participantes que usen el dispositivo en una misma prueba al mismo tiempo. Mientras que para la aplicación de la organización se ha diseñado para que solo sea ejecutada desde un PC a la vez, y no más, por lo que la organización sólo necesitará de un juez para verificar los resultados generados por el dispositivo.

Poniéndonos en situación, fin de semana de competición de triatlón sin drafting, y se está usando nuestra solución detectora de la distancia de drafting. En el momento de la entrada en transición, cuando se realizan las diferentes verificaciones técnicas, al igual que se suele hacer con el chip, se entregará y colocará sobre la bicicleta del participante el dispositivo detector encendido. Este dispositivo habrá sido configurado mediante la carga de los distintos ficheros *.conf* con los datos de conexión específicos para esta prueba y participante.

Comienza la prueba, y se realiza el sector de natación, al finalizar este el participante se dirige a su bicicleta y sale del área de transición donde se monta en ella. En este punto nuestro dispositivo detector comenzará a comprobar la distancia de seguridad, y lo hará así durante todo el transcurso del recorrido ciclista, a excepción de las áreas en las que esté permitido el drafting, en estas zonas del transcurso ciclista en las que no tenemos que detectar la distancia, el dispositivo estará en un estado de espera.

Concluye la prueba, y el deportista regresa al área de transición, en la cual el abandona su bicicleta y se va a realizar el recorrido a pie. Es en este punto en el que nuestro dispositivo conectará con la red local que habrá montada en el área de transición, y mandará la información que ha recabado a lo largo de la prueba. Una vez la información ha llegado a la aplicación del organizador de manera satisfactoria, habiendo obtenido una confirmación de esta recepción, el dispositivo se apaga.

Ya tenemos la información en la computadora del organizador, ahora el técnico juez responsable, en caso de que el deportista haya realizado alguna infracción verá en que zona y la continuidad de esta infracción sobre el mapa base de la prueba. Aquí tendrá la oportunidad de descartar en caso de que considere que no es un positivo relevante, o aceptar la infracción. A mediad que vayan llegando participantes infractores irá recibiendo esta información en su aplicación. La información será exportable a un fichero Excel junto con la información del participante, creando así un registro de lo acontecido en la prueba de fácil interpretación.

# Esquema de comunicación

Tal y como se ha comentado, el dispositivo detector y la aplicación del organizador sólo se comunican una vez concluido el sector ciclista. Ahora se pasa a comentar el esquema de comunicación que hay entre estos dos dispositivos. Tal y como se puede ver en la imagen x, ![](data:image/png;base64,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)son sólo tres los mensajes que fluyen de un lado a otro del dispositivo, aunque al ser una arquitectura bróker-cliente, todos pasarán por el bróker común.

Cabe mencionar, de manera general a todos los mensajes que se van a utilizar en la comunicación del proyecto comenzarán por el id del deportista, que por regla general será su número de dorsal. A continuación irá un espacio y después ya lo que a partir de ahora trataremo como contenido del mensaje. Esto se ha realizado de esta manera para simplificar la cantidad de topics a los que subscribirse, ya que en caso de crear un topic por deportista, muchos de ellos al no ser infractores caerían en desuso.

Una vez establecida la comunicación wifi y conectado al bróker MQTT, el dispositivo detector publicará un mensaje bajo el topic “*state*”, el contenido podrá ser ***SI*** o ***NO***. En caso de recibir un positivo pasamos a esperar en la aplicación la recepción del mensaje “*places*”, en caso negativo pasamos a enviar el “*checked*”.

El mensaje “*places”* contendrá la información relacionada a los lugares en los que el deportista ha infringido la distancia espaciando cada bloque de información por un espacio. La información de cada lugar de infracción será ***#longitud#latitud,*** de manera que ambos valores serán valores numéricos que representan la posición exacta en coordenadas cardinales de los lugares en los cuales se ha detectado una infracción de la distancia de drafting. Una vez recibido este mensaje, pasamos a enviar el mensaje de “*checked”.*

El mensaje “*checked*” es el único que espera el dispositivo detector, cuando lo recibe se da por concluido el trabajo del dispositivo y se apaga. Este mensaje no tiene contenido más allá del número del identificador del deportista, que es lo que reconocerá el dispositivo detector para verificar la recepción de toda la información.

# Estructuras de datos

## Hoja Excel

La información relativa a los participantes se obtendrá y almacenará una vez se haya procesado los datos recibidos del dispositivo detector. Esta hoja de Excel tendrá una serie de columnas necesarias, y además se permite que tenga información extra, no relevante para el funcionamiento del proyecto, pero si para la competición.

Es imprescindible la columna con encabezado “*Dorsal*”, en la cual irá el número de dorsal de los deportistas, que como ya se ha comentado, será además el identificador de su dispositivo detector. En la hoja de datos de configuración, la cual recibe el nombre de “*infoTriathletes.xlsx*”, no hay ninguna más información relativa a los deportistas, aunque se ha trabajado con un caso más realista y se ha añadido la columna “*Nombre*”, “*Categoría*”, “*Teléfono*” y “*email*”, para darle así una estructura más cercana a la realidad de una hoja de datos en una prueba.

Este archivo se abre por la aplicación de la organización al arrancar la misma, y cargamos todos los datos que contiene, pero no se sobrescribe, la salida de la aplicación irá al archivo “*TriTruthOutput.xlsx*”, el cual será el mismo archivo que el de origen al cual se le han añadido cuatro columnas más:

* “*Infractor*”: En esta columna se almacenará un SI o NO, e indica si el deportista de esa fila ha incurrido en una infracción de la distancia de drafting a lo largo de la prueba
* “*Places*”: Almacena la información de los lugares en los que el deportista ha infringido la distancia de drafting, no se espera que sea un dato legible a simple vista, si no una información para almacenar por seguridad. Esta columna sólo estará rellena en caso de infracción
* “*DropTime*”: En esta columna se almacena el instante temporal en el que la información completa ha sido recepcionada por la aplicación y se ha enviado el mensaje de ”*checked*” al dispositivo detector, ya sea un caso positivo o no, esta casilla siempre se rellenará.
* “*CheckTime*”: Aquí tendremos la marca temporal correspondiente al instante en el que el Juez verificador ha comprobado la información correspondiente a un deportista infractor, por lo que esta columna sólo tendrá contenido en caso de positivo en infracción.

En la aplicación disponemos de un botón con el que hacer una exportación al Excel de salida en cualquier momento. Además, si salimos de la aplicación también se guardará por defecto la información, para así evitar una posible pérdida de datos.

## Ficheros de configuración

En general, tanto en el dispositivo detector como en la aplicación hay una serie de información que debe ser configurada en cada prueba. Esta configuración se realiza mediante ficheros de texto plano, con la extensión .conf, los cuales tienen una estructura determinada que se pasa a comentar a continuación.

De manera general, se ha decidido que en los ficheros puede haber comentarios que expliquen la estructura que debe seguir el archivo. Estas líneas tendrán como primer carácter el símbolo ‘#’ siguiendo así una estructura similar a la de un script de Python. Toda línea que con comience por el símbolo ‘#’ será tomada como una línea de datos.

Más en detalle, cada uno de los archivos tiene la siguiente estructura en particular:

* *safeZone.conf*: Este archivo contendrá una serie de coordenadas que identifican las áreas en las que el dispositivo no detectará la distancia de drafting. Cada línea contendrá 2 coordenadas, correspondientes a las dos esquinas opuestas, la noroeste en primer lugar y la sureste en segundo, de un rectángulo que identificará un área de seguridad. Podrá haber tantos rectángulos como sea necesario.

La estructura de este archivo es **latitud1#longitud1#latitud2#longitud2**, los valores cardinales serán puramente numéricos.

* *connZone.conf*: Aquí se configura la emisión de datos a la aplicación servidora, la información contendrá un área rectangular similar a la del archivo safeZone, pero además tendrá una marca temporal, que indica el instante a partir del cual si se entra en esa área se procederá a realizar la conexión. Esta marca temporal es necesaria, porque en el caso más general, el área de transición será la misma para al salir de la natación tanto como al salir a correr, pero la conexión sólo se debe realizar en el segundo caso, por lo que se estimará un instante de tiempo en el cual los participantes estén fuera de transición, y que, por lo tanto, cuando vuelvan a entrar, hayan superado ese instante temporal y el dispositivo procederá a enviar la información.

La estructura de este archivo será **tiempo#latitud1#longitud1#latitud2#longitud2**, siendo la variable tiempo un conjunto de números enteros, que tendrá la estructura hhmmss, en formato horario de 24h. Por ejemplo, las 09h 58’ 38’’ corresponde al conjunto de números 095838, importante destacar la importancia del cero al principio del conjunto en caso de que el valor de horas sea menor de 10.

* *wireless.conf*: En este archivo, tendremos la información relativa a la conexión a la red wifi y al broker MQTT. Este archivo tendrá tres líneas de contenido, y todas tendrán un contenido de tipo texto. La primera línea corresponderá al nombre del SSID, es decir, el nombre de la wifi en la que se configurará el bróker; la segunda línea contendrá el password de esa conexión wifi; y por último, tendremos la IP, en la que correrá el broker MQTT, que tal y como se verá más adelante, debido al diseño de la aplicación, será la misma IP que la del pc del Juez verificador, pero de cara al dispositivo detector esto podría no ser así y seguiría funcionando de manera apropiada.

DESARROLLO APLICACIÓN

El desarrollo de la aplicación para el control de la organización de los resultados obtenidos por los dispositivos detectores se ha llevado a cabo en un solo script de Python 3.

# Tecnología utilizada

Se ha utilizado IDE abierto Spyder, incluido en Anaconda. Incluir texto sobre anaconda

Se han instalado los paquetes paho, pandas, matplotlib, tkinter, PIL. Añadir q es cada paquete y como se instalan

Por último, se ha creado un ejecutable con código fuente, con lo cual conseguimos que esta aplicación sea ejecutable en cualquier PC con Windows 10 sin necesidad de tener la instalación de Python con todos los paquetes para su ejecución. Explicar como se hace con anaconda prompt pyinstaller –onefile main.py

Aquí queda x meter un poco la explicación general de como se usa Tkinter. Y nose si de mqtt

# Estructura de la aplicación

La aplicación se basa en dos partes principales, por una parte, está la interfaz gráfica, y por otra la comunicación por Mqtt.

Al lanzar el ejecutable de python, internamente lo primero que hacemos es crear las variables globales (Completar vbles glob) que existen, y luego, crear una instancia de la clase Application, que es la que contiene la interfaz gráfica.

El constructor de la clase, ejecuta la función interna createWidgets, la cual, como su propio nombre indica, crea los elementos que componen la aplicación. En resumen, la aplicación se compone de tres Frame, uno inferior (downFr) y dos superiores (rightFr y leftFr), todos los elementos van asociados a un frame, y dentro del mismo tendrán una colocación específica. Vamos a pasar a ver uno a uno los elementos que forman la solución:

* QUIT: es el botón de salida de la aplicación, se le asocia el método salida y al downFr.
* EXCEL: este botón se usará para guardar de manera durante el uso la información actual en el archivo de Excel de salida. Se asocia al método save\_toExcel y al downFr.
* LOGO: es un label, con una imagen asociada, que se corresponde con el logo del proyecto. Se asocia al leftFr en su parte superior.
* CHOOSE: es un label con el texto “Elige deportista”, que se sitúa justo debajo del logo, asociado al leftFr.
* COMBO: este es el combobox en el que, en caso de haber deportistas pendientes de revisión aparecerán en un desplegable. Se sitúa justo debajo del label CHOOSE y asociado al leftFr. En su inicio por defecto aparece deshabilitado y vacío.
* reconn: este botón aparece en la parte inferior del leftFr, se utiliza para configurar la aplicación en caso de que no haya habido algún problema en la primera configuración.
* IMAGEN: este label contiene el título de la imagen de mapa mostrada, por defecto contiene el nombre del circuito. Este asociado al borde superior del rightFr.
* MAP: label que contiene la imagen del mapa. Se sitúa justo debajo del título, asociado al rightFr.
* Verify: botón que tiene asociado el método verificar, se sitúa en el margen inferior izquierdo del rightFr.
* Discard: botón que tiene asociado el método descartar, se sitúa en el margen inferior derecho del rightFr.

A continuación, y para concluir el constructor de clase, se llama al método configurar. Pasamos a comentar la funcionalidad de este y de los otros métodos y funciones restantes:

* **Configurar:** lo primero que haces es llamar a las funciones externas connMqtt y getData, y, en caso de que no generen ninguna excepción, se habilitan los botones de verify, discard, EXCEL y el desplegables COMBO. En caso de que salga alguna excepción se muestra un mensaje tipo pop up de advertencia, indicando que error es el que ha sucedido.
* **connMqtt:** en esta función configuramos la conexión al broker Mqtt. Por las peculiaridades de este proyecto, se ha decidido que el broker correrá sobre la misma IP en la que se abre la aplicación, aunque hay que tener en cuenta que el broker no se lanza al abrir la aplicación, debe haber sido lanzado previamente. En la función se configura el cliente, y se subscribe a los dos topics que nos llegarán de los dispositivos (state y places). En caso de que alguna de estas funciones no funcione apropiadamente, por regla general será la conexión al broker, generamos una excepción “Mqtt error”.
* **getData:** en esta función abrimos el Excel de información de triatletas, lo indexamos por la columna dorsal, y le añadimos las nuevas columnas en las que iremos añadiendo la información recibida de los dispositivos (Infractor, Places, DropTime y CheckTime).
* **on\_message:** esta función es la que se configura como callback cuando lleguen nuevos mensajes a los topics subscritos. Una vez decodificado el mensaje, trateremos los mensajes en función del topic del que provengan.   
  Si es del topic state, se guarda la información sobre si ha infringido o no en la distancia de seguridad, y si es que no, automáticamente publicamos el correspondiente mensaje en checked para apagar el dispositivo, y anexamos la fecha de DropTime.  
  Si es del topic places, se anexan en el campo correspondiente la información de las coordenadas de infracción, se fuerza si todavía no se conocía la información de infracción a que sea positiva, y se apaga el dispositivo confirmando la fecha de Droptime. Además, se llama al método de la interfaz newCheater, con el argumento del número de dorsal, para anexar la información para ser revisada.
* **save\_toExcel:** Este método de la aplicación está asociado al botón EXCEL, y también es llamado antes de cerrar la solución. Aquí guardamos la información en el archivo de salida. Para ello usamos el método ExcelWriter de pandas. En caso de que haya algún problema, como por ejemplo que ese archivo esté abierto en otra aplicación y no pueda ser sobrescrito, mostramos un mensaje de error y retornamos el código ERROR.
* **Verificar:** Esté método está asociado al botón verify, en el se obtiene el valor seleccionado del combobox, se elimina este dorsal del comobobox, completa el campo CheckTime, y muestra el mapa base en pantalla.
* **Descartar:** Este método es similar al de verificar, sólo que en este caso lo tratamos como un falso positivo, por lo que en lugar de limitarnos a completar el campo checkTime, lo que hacemos es limpiar la información de la infracción y poner el campo Infractor a NO.
* **Salida:** Está asociado al botón QUIT, aquí lo que se hace es, llamar al método sabe\_toExcel, y en caso de que este funcione bien, cerrar la app con el método propio quit.
* **newCheater:** este método lo único que hace es añadir a las opciones del combobox el número de dorsal que se le pasa por argumentos.
* **newSelection:** Es el método de interacción con el combobox, configurado mediante la opción bind en la creación del widget. Lo que hacemos aquí es mostrar la imagen de mapa base, con los puntos en los que se ha cometido infracción superpuesto sobre ella. Para ello tenemos el conjunto de coordenadas en la variable Box, estas coordenadas son las correspondientes a los extremos del mapa base. Las coordenadas almacenadas en el campo places, se superponen usando la herramienta pyplot para superponer los puntos como puntos de una gráfica cuyo fondo es el mapa base. La figura de pyplot, se guarda como una imagen, que además es guardada en el directorio de trabajo a modo de complemento de información para la infracción, y se muestra en la apliación. El nombre de la imagen guardada será el número de dorsal más el apóstrofe map con extensión png.

DESARROLLO DETECTOR

# Estructura del detector

El desarrollo sobre microPython para el equipo detector se ha realizado en tres scripts diferentes. Vamos a pasar a comentar cada uno de ellos. Además en el fichero boot.py se inicializan los componentes correspondientes.

### Conexión a SSID

El script sendInfo.py es imporado desde el script principal, read.py que realiza las lecturas. Tal y como ya se ha comentado la comunicación se basa en el protocolo Mqtt, y para aplicarlo en el ESP se ha usado la utilidad umqttsimple desarrollada por xxxx y que, tal y como veremos a continuación facilita mucho el trabajo ya que implementa el protocolo a más bajo nivel de Python, abriendo los sockets y codificando en el método correcto.

/\*Describrir umqtt\*/

Al importar el script, lo primero que hacemos es leer el archivo de configuración wireless.conf /\*Añadir timeout de 5’ como parametro\*/ el cual sigue las estructura ya comentada para estos archivos. De él obtenemos, por este orden, el nombre del ssid wifi, su contraseña, y la IP en la que estará corriendo el broker Mqtt; estos datos se cargan como variables globales al bloque.

Una vez cargado al bloque, para lanzar un intento de comunicaciones, se realiza la llamada a la función run. En ella realizamos la conexión a la Wifi, y a continuación al broker Mqtt; Para ello tenemos dos funciones dedicadas, que en caso de funcionar correctamente devuelven el objeto correspondiente. Pero en caso de haber algún error en el proceso, se lanza una excepción con el identificador de en cual de los bloques se ha producido.

Para la conexión a la WiFi, se usa la utilidad network de microPython, con ello creamos un objeto llamada *wifi* y ejecutamos su método connect con el ssid y password obtenido del fichero de configuración. Se da un tiempo de 30 segundos para alcanzar la conexión, y una vez se ha obtenido se devuelve el objeto *wifi*. Si no se consigue realizar la conexión se devuelve el código error.

El funcionamiento de la conexión al broker Mqtt es similar al de la wifi, en este caso, además de abrir un cliente, que será el objeto Mqtt con el que trabajar,se suscribe al topic y se configura la callback para publicaciones de los ítems suscritos, esta callback es la función sub\_cb, que pasa a comentar a continuación:  
El dispositivo detector, sólo estará suscrito al topic *checked* , cuando llegue un mensaje de este tipo, se comprueba si el identificador coincide con el del identificador asociado al dispositivo, si es así, ejecutamos *machine.deepsleep()*, con lo que ponemos en el modo bajo consumo más estricto al dispositivo de manera indefinida, siendo esto lo más similar a estar apagado.

Una vez se ha configurado satisfactoriamente todo, se abre el archivo cheat.log, en el que se ha almacenado los casos de infracción., y enviamos, a través de la función creada para ello el contenido y estado de dispositivo. Si ha habido infracción se envían mensajes a los topics state y places, por este orden. En caso de que no haya habido infracción sólo se envía contenido al primer topic.  
Una vez enviados los mensajes, durante un tiempo de 5 minutos /\*Meter esto como param configurable\*/ se espera la recepción de mensajes al topic suscrito. Si tras este tiempo, no hemos recibido la confirmación, se vuelve a enviar la información, y así recursivamente hasta que se reciba nuestro id en el topic checked y se desconecte el dispositivo.

### GPS

El script de gps.py está diseñado para ser importado desde el script principal en un nuevo hilo. En el cargamos dos archivos de configuración, safeZone.conf y connZone.conf, en ellos respectivamente tenemos el conjunto de áreas en las que no se debe detectar la distancia entre deportistas, llamadas *zonas seguras*, y en el otro, el área en el que se debe realizar la conexión y la marca temporal para ello. Estos archivos mantienen las estructura ya comentada de los archivos de configuración del proyecto con la posibilidad de añadirles líneas de comentarios.

El script se basa en una sola función, la función *run()* . Esta función es la que llamaremos desde el hilo principal, se pasa a comentar el funcionamiento de la misma. /\*Añadir diagrama de flujo\*/

Se configura la UART del dispositivo en los pines 17 y 16, a 9600 baudios, se llama a la carga de los ficheros de configuración y pasamos al bucle infinito. En este bucle leemos la información de la UART que nos viene en caracteres ACII. Esto son tramas GPRSM, las cuales son del tipo /\*Añadir biográfico GPRSM\*/.

Cuando llegamos a la trama de tipo GPLL, que es de la que estamos extrayendo la información de la ubicación, comprobamos que esta no esté proporcionando información sobre la ubicación. El sensor GPS siempre proporciona información por la UART, pero las celdas correspondientes a la latitud y longitud solamente vendrán rellenas en caso de que esté posicionado. Si no tiene cobertura devolvemos el mensaje “PASS”, que indica que no se deben detectar positivos.

En caso de que tengamos cobertura, se parsea la información, para devolver la latitud en grados decimales. Es decir, en lugar de tener Grados, minutos, segundos y sentido (Este, Oeste, Norte o Sur), trabajaremos con grados con un valor decimal y signo positivo o negativo en lugar de la orientación.

Una vez calculada la ubicación, se comprueba si estamos dentro de alguna safeZone, si es así devolvemos el mensaje “PASS”, y dormimos al micro por 10 segundos /\*Meter los 10” en archivo config\*/. A continuación, comprobamos si estamos en el área de conexión, en la marca temporal requerida; si es así, devolvemos el mensaje “END”, para que el script principal llame al bloque de importación.

Por último, si tenemos cobertura, y no estamos en ningún área especial, se devuelve la ubicación y la fecha en la que nos encontramos.

Lo más destacable de este hilo, es que cuando nos referimos a devolver un mensaje, el hilo no acaba, porque para ello hemos usado la función yield, que va devolviendo valores al hilo principal (más adelante se verá como tratamos la información), pero no finaliza la función, con ello conseguimos crear una comunicación entre ambos hilos sin la necesidad de abrir algún tipo de pipe de comunicación o relanzar el hilo más de una vez.

### Lecturas distancia, ciclo principal

Este hilo es el principal, el que se lanza desde el fichero boot.py al conectar a alimentación el dispositivo, y desde el que se importan los otros bloques del proyecto para su correcto funcionamiento.

Al iniciar la función run, lo primero que hacemos es lanzar en un nuevo hilo, la función actGPS, la cual va recogiendo los valores que son aportados períodicamente por el bloque GPS, y los va copiando a la variable global currGPS, con lo que lo hacemos accesible desde el hilo principal del programa. La función del GPS se va recorriendo como si de un vector se tratase, de esta manera no finaliza nunca, ya que el GPS aporta valores de manera indefinida.

Lo siguiente que se realiza es la configuración del sensor de distancia, para ello llamamos a la función setLidar, la cual nos devuelve el objeto UART asociado al detector. El lidar, está configurado en la UART 2, a 115200 baudos y en los pines 14 y 32 del ESP.

Lo último que configuramos es el pin 33 como un pin de salida, a él irá conectado el led indicador de infracción, y abrimos el fichero cheat.log /\*Revisar w+ del cheat.log\*/.

Una vez en el bucle principal /\*Incluir diagrama de flujo del bucle\*/, cuya condición de salida es que el detector GPS devuelva el mensaje END, se realiza el siguiente proceso:

/\*incluir bucle\*/

Al finalizar el bucle principal. Se fuerza la finalización del hilo GPS, se cierra el fichero cheat.log y se llama a la función run del bloque sendInfo, hasta que este finalice el trabajo del dispositivo durmiéndolo de manera indefinida